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Abstract—A growing number of tools have used Large Lan-
guage Models (LLMs) to support developers’ code understanding.
However, developers still face several barriers to using such
tools, including challenges in describing their intent in natural
language, interpreting the tool outcome, and refining an effective
prompt to obtain useful information. In this study, we designed an
LLM-based conversational assistant that provides a personalized
interaction based on inferred user mental state (e.g., background
knowledge and experience). We evaluate the approach in a
within-subject study with fourteen novices to capture their
perceptions and preferences. Our results provide insights for
researchers and tool builders who want to create or improve
LLM-based conversational assistants to support novices in code
understanding.

Index Terms—LLM, LLM-based tools, comprehension sup-
port, user perceptions, novice developers

I. INTRODUCTION

Large Language Models (LLMs) have shown promising
results supporting code comprehension tasks and are often
perceived as useful by developers [1]–[3]. However, the extent
to which users benefit from these tools depends on their back-
ground knowledge and experience levels [3], [4]. Developers
often experience difficulty in writing prompts that are effective
at addressing their information needs [2], [3], particularly
novices [5]. Many studies suggest the potential of AI assistants
learning from users to create personalized guidance [1], [4],
[6]. In fact, successful explanations should fill the gaps in
questioners’ background knowledge [7], while using language
that is understandable to the questioner [8]. Combined, these
findings indicate a need for LLMs to infer and adapt to devel-
opers’ needs, intents, knowledge, experience, and preferences.

Humans’ ability to reason about what others are thinking
is called Theory of Mind (ToM). LLMs have performed well
on a range of ToM tasks [9]–[11]. Whether this is due to
LLMs having an innate ToM capacity [12] or their ability to
find shallow heuristics to perform well [13] remains an open
debate. Still, by reflecting on users’ minds, LLMs can produce
insightful information in practical settings [14].

We hypothesize that LLMs can gather a substantial amount
of useful ToM information from interactions between a devel-
oper trying to understand unfamiliar code, and a conversational
agent. This led us to create a conversational agent called
ToMMY (Theory of Mind: Making explanations Yours).
ToMMY comprises a chain of prompts meant to generate
insights about a developer’s mental state. It then uses these

insights to provide personalized explanations about code. In
this paper, we evaluate how ToMMY compares to a more
basic agent. Our work is the first application and evaluation
of ToM prompting techniques in LLMs supporting Software
Engineering activities. This study focuses on the following
research questions:
RQ1 How do novices interact with LLM-based assistants

when trying to understand unfamiliar code?
RQ2 How does using ToMMY impact novices’ code under-

standing?
RQ3 How do novices perceive interacting with LLM-based

assistants to understand unfamiliar code?
To answer these research questions, we conducted a within-

subject study with 14 novices, including undergraduate and
graduate students. Participants interacted with each approach
(ToMMY vs. simple conversational agent) individually and
comparatively. Our findings reveal that novices exhibited
distinct interaction styles based on whether they phrased
some questions as hypotheses (or not). While interacting
with ToMMY, participants less frequently stated their intent
or asked follow-up questions, and slightly more often pro-
vided instructions regarding the response format. Also, using
ToMMY had distinct impacts on novices’ code understanding
depending on their interaction styles. We made our supple-
mentary material available for replication purposes [15].

II. RELATED WORK

Researchers have investigated how developers use and in-
teract with LLMs for development-related tasks [1], [2], [16]–
[18]. Ross et al. [1], [18] suggests adapting programming
assistants to the individual strengths and needs of its users
toward providing personalized responses. A growing number
of tools have also recently brought LLMs into the code
editor to support code understanding [3], [19], [20]. Nam
et al. [3], for instance, proposed an approach that supports
on-demand explanations of code. Complementing previous
literature, we focused on personalizing developers’ interactions
with conversational LLM-based code understanding assistants
using existing Theory of Mind prompting techniques.

III. TOMMY’S DESIGN

The design of ToMMY was motivated by findings from
previous studies of LLMs, which found that predicting and
reflecting on mental states improve LLMs’ performance [10],
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[14]. Furthermore, perspective-taking is an effective way to
enhance the ToM performance of LLMs [11], [21]. Wilf et al.
[21] highlights the need to separate mental state inference and
question answering into two prompts. The prompt engineering
process was conducted through manual evaluation, in addition
to a pilot study used to evaluate the last iteration of prompts.

The first of ToMMY’s three prompts identifies aspects of
the user’s mental state relevant to producing a response, and
phrases these as open questions about the user. Not having this
step, and directly prompting for the user’s mental state, was
found to produce irrelevant mental state data. In the second
prompt, we instruct the LLM to take the perspective of the user
to answer these questions, based on the conversation history.
These answers constitute the inferred mental state. Finally, in
the third prompt, the LLM is instructed to respond to the user,
considering the mental state.

Each of ToMMY’s prompts includes context for the LLM,
containing a code snippet, the conversation history, and the
user’s latest input. The basic agent, used as a control condition
in the user study, comprises a single prompt containing the
same context, and an instruction to respond to the user.

The LLM we used in our evaluation was GPT-3.5, a
common choice in research on LLMs for Software Engineer-
ing [22]. We set the model’s temperature, a hyper-parameter
related to output randomness, to 0. This helped isolate the
impact of using different prompts. We limited the history to
the 10 most recent interactions, and capped the length of input
messages to 1,000 characters, to prevent the prompt from
overflowing the LLM’s token limit. A pilot study exposed no
issues with this strategy.

IV. RESEARCH DESIGN

When preparing and executing this study, we followed the
guidelines set by Radboud’s Research Ethics Committee and
received approval from that committee to conduct our study.
Pilot sessions. We conducted pilot sessions with three novice
programmers: one PhD student, one master’s student, and one
third-year bachelor’s student. The participants suggested a few
minor adjustments, which were incorporated into ToMMY and
the experiment instruments. Due to the participant’s fatigue,
we time-boxed the code understanding tasks (20 minutes) and
quizzes (10 minutes). Data from pilot sessions were discarded.
Participant recruitment. We used a convenience sampling
strategy to recruit participants for our experiment sessions,
inviting students through (i) short presentations at lectures, (ii)
study programme-wide messaging groups, and (iii) outreach to
personal contacts. The study was not part of any course; all
participants were volunteers and signed a consent form before
their sessions. The only prerequisite was a low-level program-
ming experience (e.g., having taken a programming-related
course or having coded as a hobby). In total, 6 undergraduate
and 8 graduate students were recruited. Their experience with
programming ranged between low and experienced (with an
average 5.7 on a scale from 1 to 10). Participants also reported
having low (2), moderate (7), considerable (2), and extensive
(1) familiarity with LLMs.

Experimental sessions. We conducted a series of synchronous
within-subject sessions with participants using both ToMMY
(treatment) and the basic agent (control). Using variance
minimization [23], participants were sorted into two groups
balanced in terms of participants’ programming experience,
LLM familiarity, and background knowledge regarding natural
language processing and data analysis. This grouping was
used to determine the order in which the two agents were
encountered, mitigating order effects.

Before the session, participants received email instructions,
a survey with demographic questions, and a consent form. Par-
ticipants could choose between online or in-person sessions.
Each session started with a brief explanation of the research
objectives and guidelines. Then, participants were asked to
complete two code comprehension tasks (one with each con-
versational agent). Participants were presented with a different
code snippet for each task and tasked with understanding it as
thoroughly as possible within a 20-minute time limit.

We induced the participant’s need to interact with the agents
by choosing code snippets that require domain knowledge to
understand (i.e., data analysis and natural language process-
ing). The two code snippets written in Python were carefully
selected from open-source repositories on GitHub and not used
for prompting engineering. Code comments were removed
to increase the need for understanding, but typos or other
implementation choices were left.

After each task, to measure their code understanding we
asked participants to complete a few closed-ended questions
inspired by previous literature [24] (max. 10 minutes). We also
asked them to complete a mid-term survey (right after the first
task) and a post-study survey at the end of the experiment to
elicit their perceptions of the approaches.
Web-based evaluation interface. To enable the user study,
we developed a custom-built web-based tool. This tool in-
cluded a chat interface (Figure 1- 2 ) for interacting with the
conversational agents, alongside a code snippet (Figure 1- 4 )
to mimic the experience of being in a code editor. It also
displayed instructions and allowed participants to navigate
the study steps (i.e., tasks, quiz questions, and evaluation
forms). Participants could track their progress in the left-side
menu (Figure 1- 1 ). A timer for each step was also displayed
(Figure 1- 3 ).

Fig. 1: Web-based interface designed for the experiment



Data analysis. We analyzed participants’ interactions with the
agents (RQ1) using open card sorting [25]. First, the first
two authors independently analyzed the inputs for the first
two participants (cards) and applied codes, sorting them into
meaningful groups. A discussion meeting followed this step
until a consensus was reached on the categorization. The first
author then coded the remainder of the participant interaction
data. The researchers analyzed the categories to refine the
classification and group-related codes into higher-level themes.

To answer RQ2, we used linear regression to assess each
approach’s impact, considering the effect of participants’ pro-
gramming experience, background experience, and familiar-
ity with LLM tools. We chose these three metrics as our
independent variables and a variable to indicate whether a
participant used our approach for the task. To measure code
understanding, we considered the number of correct answers
on the quizzes and the time participants took to complete
the task. We fit two separate regression models to these
two dependent variables. After observing distinct patterns
during the qualitative analysis of participants’ interactions,
we performed additional analysis for code understanding. We
fit two more regression models on the quiz scores: one for
participants who interacted by phrasing hypotheses and the
other for participants who did not.

In RQ3, we assessed the perceived usefulness, ease of use,
and cognitive load of working with each agent by applying
the Technology Acceptance Model (TAM) [26] and Task
Load Index (NASA-TLX) [27], respectively. Additionally,
we quantitatively analyzed the open feedback collected after
completing each task. This was processed using card sorting,
similar to RQ1.

V. FINDINGS

A. Interaction (RQ1)

Participants did not interact more frequently, or for a longer
time, with either agent (Table I). This was determined using
two-sided paired t-tests (Shapiro-Wilk tests showed normality
of differences for these variables, p = 0.88 and 0.43 respec-
tively).

Control ToMMY

mean std mean std p-value

# of interactions 7.21 4.56 7.14 4.70 0.96
Interaction time (s) 739.00 363.66 717.14 319.38 0.72

TABLE I: Average number of interactions and interaction time
per participant for each task, broken down by model.

In our qualitative analysis of the participants’ inputs, we
grouped the codes into 5 categories, which are described in
the following sections.
Question. All but four of the 201 recorded interactions
contained a question, and only one input contained two
questions. These question were phrased either as an open
question (“What does ... do?”), a hypothesis (“Does ... do
...?”), an instruction (“Explain ...”), or implicitly (e.g. by only
providing a line of code for the agent to explain). We clustered

participants based on if they phrased at least one question as
a hypothesis, and found that 6 out of 14 participants did. We
found that this cluster had significantly more interactions and
spent a significantly longer time interacting with the agents
than the participants who did not use hypotheses (using two-
sided Mann-Whitney U tests, Figure 2). The difference in
programming experience and LLM familiarity between these
clusters of participants was negligible.

No hypotheses Hypotheses

mean std mean std p-value

Programming exp. 4.81 1.94 4.67 1.83 0.95
LLM familiarity 2.88 0.83 3.17 0.98 0.67
# of interactions 10.25 6.86 19.83 5.49 0.02*

Interaction time (s) 1072.25 490.63 1968.00 443.95 0.01**

*p < 0.05, **p < 0.01, ***p < 0.001

TABLE II: Participants’ background experience and interac-
tion statistics, broken down by participants who did not (left)
and did (right) use hypotheses.

Question target. This can be either a fine-grained code feature
(such as syntax, a variable, a line of code or multiple lines of
code); the entire snippet; an external code feature (such as an
external function call or a library); or a programming concept.
Figure 2 shows that participants who did not phrase questions
as hypotheses tended to ask more questions about the entire
snippet, compared to participants who did employ hypotheses.
Instead, the latter more often targeted their questions at fine-
grained code features. There were no discernible patterns
regarding which agent was used.

Fig. 2: Distribution of question targets, broken down by
participants who did not (left) and did (right) use hypotheses.

Question intent. Most questions did not specify what aspect
of a code feature they wanted the agent to explain (e.g. in
“What does ... do?”). Sometimes, however, the intended aspect
was explicitly provided. We observed high-level, abstract
aspects such as the purpose, rationale, or outcome of code,
and low-level aspects such as the value of an expression, the
effect of modifying a variable, or a trace of multiple lines
of code. There was a slight difference in the proportion of
interactions that contained an explicit intent between the two
agents: 30% for the control agent and 25% for ToMMY. This
difference was also observed between participants using and
not using hypotheses: 29% and 26%, respectively.
Conversation. Some of the inputs exhibited additional conver-
sational features, such as following up on a question posed to



the agent’s response or polite phrasing (e.g. “Can you explain
...?”). There was a noticeable difference in the prevalence of
follow-up questions: 15% of interactions for participants who
did use hypotheses and 10% for those who did not, and 15%
for the control approach compared to 11% for ToMMY.
Instruction. In some instances, participants provided instruc-
tions on how the response should be formatted, such as asking
for a detailed, short, step-by-step, or summarized response.
This happened slightly more often for ToMMY than for
the control approach: 5% compared to 2% of interactions,
respectively. There was a negligible difference when looking
at the participants grouped by their use (or not) of hypotheses.

B. Code understanding (RQ2)

Quiz score Quiz time (s)
N=28, R2

CS=0.15 N=28, R2
CS=0.44

coeff. std p-value coeff. std p-value

Intercept 1.19 0.27 0.00*** 593.15 110.16 0.00***

Uses ToMMY 0.05 0.10 0.61 −28.94 43.24 0.50
Programm. exp. 0.10 0.03 0.00** −39.38 12.40 0.00**

Domain exp. −0.01 0.03 0.71 −9.42 8.96 0.29
LLM familiarity −0.09 0.04 0.02* 36.06 25.91 0.16

*p < 0.05, **p < 0.01, ***p < 0.001

TABLE III: Regression models showing the effect of several
variables on quiz scores and completion times. The number of
observations (2 per participant) is indicated with N .

Table III shows that the only factors found significantly to
impact code understanding were programming experience and
familiarity with LLMs. The positive coefficient for the scores
model and negative coefficient for the time model shows that
greater programming experience enables participants to score
higher and finish the quizzes faster. Curiously, the reverse is
true for familiarity with LLMs, although insignificantly so for
quiz completion time.

No hypotheses Hypotheses
N=16, R2

CS=0.26 N=12, R2
CS=0.19

coeff. std p-value coeff. std p-value

Intercept 0.93 0.27 0.00*** 1.66 0.36 0.00***

Uses ToMMY 0.34 0.11 0.00** −0.28 0.16 0.07
Programm. exp. 0.12 0.04 0.00** 0.06 0.03 0.05
Domain exp. −0.05 0.03 0.08 0.01 0.03 0.80
LLM familiarity −0.06 0.04 0.17 −0.15 0.09 0.09

*p < 0.05, **p < 0.01, ***p < 0.001

TABLE IV: Regression models showing the effect of several
variables on quiz scores, wherein participants are grouped
by their interaction style. The number of observations (2 per
participant) is indicated with N .

No significant effects of using ToMMY are found when
taking all participants into account. However, when fitting
separate regression models to participants based on their
interaction style, we do observe an effect (Table IV). Using
ToMMY contributes greatly to quiz scores for participants who
did not phrase questions as hypotheses, but negatively impacts
the scores of participants who did. The latter result is not
significant, although it approaches the significance threshold
of p < 0.05.

C. Perceptions (RQ3)

Metrics. No significant differences in TAM and TLX scores
were found between the two approaches (using two-sided
Wilcoxon signed-rank tests, Table V). What stands out, how-
ever, is a lower mean but large standard deviation for the “ef-
fort” item of the TLX scores for ToMMY (M=2.77, SD=4.46)
compared to the control agent (M=4.00, SD=1.68). This may
suggest that ToMMY reduced perceived effort compared to the
control approach, but this effect greatly varied per participant.

Control ToMMY

mean std mean std p-value

Perceived usefulness 6.18 0.76 6.09 0.76 0.66
Perceived ease of use 6.27 0.73 6.05 0.97 0.54
TLX score (avg.) 0.45 1.69 0.38 2.58 0.74

TABLE V: Comparison of TAM and TLX scores.

Feedback. Both agents were seen as helpful and knowledge-
able. Participants indicated that they liked the way their ques-
tions were answered and related back to the code. ToMMY
was reported to understand the participants’ questions well
and produce clear answers (n=3 and 4, respectively). This
sentiment was also shared, although slightly less frequently,
for the control approach (n=2 and 3, respectively). Further-
more, P11 and P14 noted that they had to rephrase their
question or provide more details to the control agent after
it did not understand their question on the first try. P6 and
P7 reported not always understanding the control agents’
responses, causing P6 to ask for clarification several times.

Both the control approach and ToMMY were found to
respond thoroughly, and in some cases with too much detail.
Looking at Figure 3, ToMMY seems to produce slightly
shorter responses. However, when questions are phrased as
hypotheses, ToMMY much more consistently replies with a
shorter answer than the control approach. This suggests that
ToMMY is better at recognizing when users just want to vali-
date whether their interpretation of the code snippet is correct.
Curiously, P1 found that the control approach appeared to
“better fit the length of the answer to the question”, which
does not align with our interpretation of Figure 3. Another
counter-intuitive finding is P6 perceiving the control agent to
produce shorter responses, while P4 perceived the opposite.
Occasionally, the control agent did not answer as extensively
as participants would have liked (P6, P10), a problem that was
not encountered with ToMMY.

P4 noticed that ToMMY often seemed to respond with
single paragraphs, whereas the control usually formatted its
responses by emphasizing certain words. While the partici-
pant perceived ToMMY’s answers to be much shorter, they
preferred the control agent’s longer, formatted responses. This
was echoed by P13, reporting that ToMMY alternated between
formatting its responses as lists and as single paragraphs,
which they perceived as inconsistent. Two more participants
(P8, P11) commented positively on the format of the control
approach’s responses. Additionally, P3 and P4 noted that
ToMMY tended to end its answers with “if you have more



Fig. 3: Distribution of response length, broken down by model
and whether or not the question was phrased as a hypothesis.

questions, feel free to ask”, which they experienced to be
repetitive and useless.

VI. DISCUSSION

Several participants interacted with the agents by phrasing
hypotheses, often aimed at fine-grained code features, and
asking many follow-up questions. This aligns with Brook’s
top-down model of code comprehension [28], which poses
that programmers iteratively generate, test, and refine hy-
potheses by scanning the code. The other participants asked
only open questions, sometimes phrased as instructions, and
relatively frequently aimed these at the entire snippet. This
corresponds to the bottom-up model of code comprehen-
sion [29], stating that programmers recursively answer open
“what” questions [30] about chunks of code and combine the
resulting knowledge until the entire program is understood.
These interaction styles were not associated with differences
in background experience.

Participants more often reported ToMMY to understand
their question and produce clear answers than the control
agent. Additionally, some participants commented negatively
about the control agent on these aspects. Combined with
participants less often explicitly stating their intent or asking
follow-up questions to ToMMY, this suggests that ToMMY
was able to better recognize participants’ intent and adapt re-
sponses to their background experience. ToMMY also adjusted
the length of its responses to the type of question more than
the control agent did. However, this was not always perceived
as such by participants. We suspect this is due to ToMMY’s
responses often being formatted as a single paragraph, which
might introduce usability issues seen in the literature [16].

No differences in perceived usefulness, ease of use, and
cognitive load were found between the two agents. Using
ToMMY had a positive impact on quiz scores for participants
with a bottom-up comprehension style, and a negative effect
for participants exhibiting a top-down comprehension style.
The latter group of participants more frequently asked targeted
questions with explicit intent, which may have diminished the
benefit of ToMMY’s mental state inference. For all of these
metrics, a negative impact of ToMMY’s response format may
have obscured other positive effects.

Our results imply LLMs can personalize responses indepen-
dently on some aspects, but may need guidance on others. This
guidance could entail explicitly prompting the LLM for certain

elements of mental state (”What preferences does the user have
regarding the response format?”), or even providing explicit
instructions (”If the user asks a yes-no question, provide a
minimal response.”).

Future research include retaining and building on knowledge
inferred in earlier interactions with ToMMY, to provide more
robust and accurate mental inference. Retrieval-Augmented
Generation [31] has shown promising results for storing user’s
mental data [14], and may be suitable for conversational
programming assistants as well. Additionally, ToMMY being
situated in a social, conversational environment allows for a
more robust evaluation of new ToM prompting techniques than
commonly-used basic tasks [32]. Also, designing an interface
for users to inspect and provide feedback on the inferred
mental data would bring ToMMY closer to allowing a “Mutual
Theory of Mind” [33]. The resulting increase in transparency
and fairness towards the user would also better align the agent
with existing human-AI interaction guidelines [34].

VII. LIMITATIONS

Prompt engineering and validation are notably difficult.
We validated our prompt design choices through manual
observations and a small-scale pilot study. However, small
changes to ToMMY’s prompts may lead to unexpected side
effects and ultimately different results. Moreover, our sam-
ple was composed of students. Although they are novices
[35], we acknowledge that additional research is necessary
to consider the perspective of practitioners experienced with
LLMs. Also, within-subject studies are vulnerable to learning
effects, fatigue, and other order effects. Varying the order in
which participants interacted with the agents counteracted this.
While the code snippets were carefully selected and modified
to have similar complexity, using other snippets may produce
different outcomes. Since we leverage qualitative research
methods to categorize the open-ended questions asked in our
surveys and the participant’s interactions with the agents, we
may have introduced categorization bias. To mitigate this bias,
we conducted this process in pairs and carefully discussed
categorization among the authors.

VIII. CONCLUSION

In this paper, we took the first steps towards personalizing
developers’ interactions with a code understanding assistant
by proposing ToMMY, an assistant that can infer develop-
ers’ mental states and adapt its responses. Although some
novice programmers reported a good experience when using
ToMMY, more research is still needed to understand how
to structure its content. Interestingly, we also found that
novices’ interaction styles with the agent can significantly
impact ToMMY’s effectiveness. Researchers and tool builders
can leverage our approach to better adjust to users’ needs,
ensuring less cognitive load from users when interacting with
the tool.
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